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Abstract—Permissions are one of the most fundamental components for protecting an Android user’s privacy and security. Unfortunately, developers frequently misuse permissions by requiring too many or too few permissions, or by not adhering to permission best practices. These permission-related issues can negatively impact users in a variety of ways, ranging from creating a poor user experience to severe privacy and security implications. To advance the understanding permission-related issues during the app’s development process, we conducted an empirical study of 574 GitHub repositories of open-source Android apps. We analyzed the occurrences of four types of permission-related issues across the lifetime of the apps.

Our findings reveal that (i) permission-related issues are a frequent phenomenon in Android apps, (ii) the majority of issues are fixed within a few days after their introduction, (iii) permission-related issues can frequently linger inside an app for an extended period of time, which can be as high as several years, before being fixed, and (iv) both project newcomers and regular contributors exhibit the same behaviour in terms of number of introduced and fixed permission-related issues per commit.

Index Terms—Mobile Permissions, Android, Mobile Software Engineering, Software Repository Mining

I. INTRODUCTION

The apps on our mobile devices enable us to do everything from trade stocks to record vital health information. Although these apps provide immense amounts of power, they also present an unparalleled opportunity for security and privacy threats. Due to the magnitude of these threats, it is imperative that developers create apps that sufficiently protect our privacy and security [22].

The sensitive data and functionality used by an app is protected through permissions. Android apps use a permission-based system where an app requires specific permissions to carry out specific operations [8]. A developer must explicitly state the permissions an app may request, and the end-user can accept a subset of requested permissions that are deemed dangerous [3]. Example dangerous permissions include the ability to read SMS messages, record audio, and access the user’s location. It is crucial for developers to make proper permission-related decisions since improperly used permissions (under and over-permissions) carry a wide range of ramifications. These include increased app susceptibility to malware and unwanted data leakage to ad libraries [23], [29], [26]. Additionally, not adhering to permissions best practices may have a wide range of implications. These may range from hurting the user experience, to creating functional defects and privacy and security-related issues [5], [20], [48], [52].

Unfortunately, developers do not always correctly use permissions for numerous reasons, including a lack of permissions-related knowledge [54] and even confusion over the permission’s name [23]. There is substantial work examining the detrimental effects of permissions misuse [24], [25], [61] and tools to assist in the identification of a variety of permission-related issues (PRIs) [23], [11]. However, none of the existing works examine when, why and who is making permissions-related mistakes when developing apps. In this paper, we provide a better understanding of how developers are creating and fixing permissions-related issues and the types of mistakes developers were making. To this aim, we analyzed the GitHub repositories of Android 574 apps. Using custom-built software along with the existing permission analysis tools M-Perm [16] and P-Lint [20], we identified a variety of PRIs ranging from not correctly adhering to permissions best practices to apps requesting too many permissions. This empirical information provides us with a history of the app’s development life cycle including (i) When permissions and their related issues were introduced and fixed, (ii) who is making these decisions, (iii) file-change history that we could examine using permissions analysis tools, and (iv) all other commit information such as commit messages.

Our results reveal that (i) PRIs are a frequent phenomenon in Android apps (~50% of examined apps exhibit at least one PRI, with over-permissions being the most prevalent), (ii) the majority of issues are fixed in a timespan of a few days after their introduction, (iii) in many cases, permission-related issues can linger inside an app for an extended period of time, that can be as high as several years, before being fixed, and (iv) in total regular contributors introduce and fix a larger number of PRIs along the lifetime of Android apps, but this phenomenon is due to the fact that regular contributors commit more code changes.

To summarize, the main contributions of this study are:
• a characterization of the frequency of PRIs and their decay time in the context of 574 open-source Android apps;
• an objective assessment of whether PRIs are introduced or fixed differently depending on the status of the developer within the project;
• the replication package of the study containing its results, raw data, and mining- and data analysis scripts [2].

The target audience of this paper includes both Android researchers and developers. Researchers are provided an evidence-based understanding of the phenomenon of permission-related issues in Android apps. Additionally, Android developers may use our findings to better plan their development activities (e.g., planning refactoring sessions or assigning code reviews).

II. THE ANDROID PERMISSION MODEL

Each Android app operates with a distinct Linux UID that is associated with a set of permissions. Services verify if the app’s UID is permitted to access the requested functionality. An objective of this process is to ensure that the app adheres to the principle of least privilege – granting the least amount of privilege that the app needs to properly function [23]. For example, before an app may read SMS messages it must be granted the READ_SMS permission. To use the camera, the app would require the CAMERA permission. This is designed to limit the app from accessing unintended and non-user-permitted functionality, and also to limit the effects that malware may have on a device [22]. Some permissions are considered to be less risky and are referred to as normal permissions. However, other permissions carry significantly more potentially hazardous risks and are known as dangerous permissions [3]. The AndroidManifest.xml file contains all permissions an app requests.

Deciding on the permissions an app should request is considered to be one of the most sensitive activities undertaken during development due to the potential security and privacy risks [23], and possible negative effects on the user’s perception of the app [21], [48]. Studies have found that developers frequently misuse permissions by either not adding enough permissions to support requested functionality, or by adding unnecessary permissions that are not needed for any functionality in the app [23], [16]. Felt et al. [23] found that Android developers often mistakenly add unnecessary permissions in a counterproductive and futile attempt to make the app work correctly, or due to confusion over the permission name (i.e., they add it incorrectly believing its functionality is necessary for their app). Developers should also ensure that they are using permissions correctly from various best practice perspectives [5]. Developers must also do their best to avoid permission smells [20] and user security fatigue [47]. Unfortunately, there is no permission enforcement mechanism that prevents developers from posting apps with improper permissions to Google Play or other app stores [12].

Example of permission-related issue. Listing 1 illustrates an example of PRI called Missing Check (MC) [20]. When the method showAppointments() is called by the app (line 3), the app is requesting permission to read the user’s calendar (line 4). Beginning with Android 6.0, the call to requestPermissions() is necessary because users can revoke permissions at any time and developers cannot assume that the app currently has access to a specific permission, even if it previously had access to it [8]. However, each time requestPermissions() is called, a standard Android dialog is shown to the user for requesting the needed permission, even for permissions already granted [6]. Therefore, Android guidelines suggest that prior to running code that requires a specific permission, the method checkSelfPermission() should be called to determine if the user has already granted access to the needed permission [5]. Not adhering to this guideline can lead to a degradation of the user experience since the user is overwhelmed with messages requesting already granted permissions [6], [20].

```java
Listing 1: Apps should call checkSelfPermission() to verify that it currently has access to the user’s calendar.

```
insight on who should be making permission-based decisions and modifications in Android apps. Answering RQ3 can also provide additional insight on whether regular contributors or project newcomers are introducing different amounts of permissions-related issues. This can create the foundation for improving the assignment of code reviews. For example, additional security-oriented reviews may be performed on code authored by developers whose status is more correlated with the introduction of PRIs.

RQ4 – How does developers’ status within the project correlate with fixes of permission-related issues? Answering RQ4 provides insight on whether regular contributors or project newcomers fix different amounts PRIs. Here the underlying intuition is that developers with more experience in the project are more adept at fixing PRIs (see Section V-D).

Summarizing, identifying newcomer-specific effects in open-source projects is relatively new [14], [58], [38], [32] and it is specially important for better understanding the onboarding process in open-source Android projects [38] and for helping teams to deal with permission-related issues more efficiently, e.g., via dedicated guidance in the decision making process, practices, and tools.

IV. DATA COLLECTION AND ANALYSIS

Our data collection and analysis process consists of 3 phases: Repository Collection, Detection of PRIs, and Data Analysis. We first mine the F-Droid catalog to obtain a list of open-source Android apps and perform a set of filtering steps on collected apps. In the second phase we execute the P-Lint and M-Perm tools for statically analyzing apps source code and project files. In the third phase, the results of the static analysis tools are statistically analyzed. Further details of this process can be found in Scoppia et al. [51].

A. Repository Collection

F-Droid is a catalog of FOSS apps for the Android platform. F-Droid contains links to Android app GitHub repositories. These projects range from small infrequently updated apps, to large popular apps. We chose F-Droid as our primary source for open-source Android projects due to the diversity of apps in its catalog and for its use in prior research works [39], [31], [10]. To retrieve the project repositories of the cataloged apps, we first cloned the F-Droid repository and then parsed the text files associated with each app to extract the apps’ metadata. Extracted metadata includes name, description, category and repository URL of each app. We then clone the GitHub repository of all the apps. In order to avoid duplicates, we exclude apps from our dataset that were duplicated/forked by ensuring that all source URLs and commit log SHA’s are unique. After cloning the repositories, we extract the following data from each of them:

- Affected Files. For each commit of all apps, we examine the list of affected files and extract the revision of all the *java and AndroidManifest.xml files.

![Fig. 1: Repositories collection and filtering process](image)

As shown in Figure 1, we mined a total of 2,002 GitHub repositories. Since we used GitHub repositories, we ran the risk of including inactive or unmaintained repositories in our study [35]. To help mitigate this risk, we consider only repositories that (i) have a lifetime span of at least 8 weeks, (ii) contain at least 10 commits, (iii) with at least one commit since January 2017 and (iv) also published on the Google Play store. The 10-commits threshold is derived from the fact that 90% of all considered repositories have more than 10 commits before this filtering step. The 8-weeks threshold is derived from the fact that 8 weeks is the average development time for an Android app [7] and has been used in a previous study on mining GitHub repositories of Android apps [42]. The January 2017 rule has been adopted to filter out unmaintained apps, without removing apps that are seldom updated. We excluded apps that were not published on the Google Play store to filter out unfinished or proof-of-concept apps. This filtering results in a final dataset of 574 active repositories, containing a total of 502,907 commits performed by 7,945 unique developers.

<table>
<thead>
<tr>
<th>Metric</th>
<th>Min.</th>
<th>Max.</th>
<th>Median</th>
<th>Mean</th>
<th>SD</th>
<th>IQR</th>
</tr>
</thead>
<tbody>
<tr>
<td>Rating</td>
<td>0</td>
<td>5</td>
<td>4.294</td>
<td>4.179</td>
<td>0.6681</td>
<td>0.4767</td>
</tr>
<tr>
<td>Installs</td>
<td>100m</td>
<td>260</td>
<td>876.10</td>
<td>2246.97</td>
<td>7.394k</td>
<td>99k</td>
</tr>
<tr>
<td>Commits</td>
<td>11</td>
<td>260</td>
<td>876.10</td>
<td>2246.97</td>
<td>7.394k</td>
<td>99k</td>
</tr>
<tr>
<td>Committer</td>
<td>1</td>
<td>7</td>
<td>16.67</td>
<td>32.71</td>
<td>13.00</td>
<td></td>
</tr>
</tbody>
</table>

Table I provides a summary of the demographics for apps included in the study. As demonstrated, apps in our dataset have a median rating on the Google Play store of 4.294 (out of a maximum of 5), while the median number of installs\(^3\) is 10k. The median number of commits for apps in our study is 260, and the median number of committers per app is 7. Based on these numbers, we are reasonably confident that the apps considered in our study are of good quality and adequately representative of real-world projects.

\(^1\)https://git-scm.com/docs/git-log

\(^2\)Google Play does not provide the precise number of installs, but only a range (i.e., 100-1000). We conservatively adopted the bottom of the range. Hence, all statistics on installs should be considered as a lower bound.

\(^3\)Lifetime span: the range between the first and last commits of a repository.
B. Detection of PRIs

We used the existing M-Perm [16] and P-Lint [20] tools to detect permission-based issues in Android apps. Although both tools have been used in foundational studies [16], [20], we decided to further evaluate them prior to including them in our own research. Other permission analysis tools, such as Stowaway [23] and PScout [11], have been used in existing literature to conduct permission analysis. However, a direct comparison with these tools was unfeasible, as both are several Android versions out of date and neither is compatible with the current run-time permission model.

Tool Evaluation. We evaluated M-Perm and P-Lint using several oracle Android apps. These include minimal calendar, camera, SMS messaging, contact storage and location recording apps. We then created multiple versions of these apps, and injected PRIs into them with the goal of covering numerous possible cases in which a PRI may occur. We then ran M-Perm and P-Lint on each of these app versions, identifying all TP, FP, FN and TN for PRIs. Both tools obtained a precision and recall value of 1.00. Although largely elementary, these results provided confidence in the ability of these tools in our study. The oracle apps are available on the project website [2]. Although both tools used in our study are able to decompile and analyze apk files [16], [20], decompilation was not performed as the source code for subject apps was readily available. In this analysis we created our own apps to provide a greater amount of confidence that we were aware of all PRIs in the this oracle, whereas manually identifying PRIs in existing apps would have been a time-consuming and largely imperfect task.

After the successful analysis of these tools, we used them to analyze all 502,907 commits belonging to the 574 apps in our dataset. These tools enabled us to identify a variety of permissions-based issues, ranging from not correctly adhering to the permission standards proposed by Google [5], to more severe issues such as over-permissions. Table II presents the PRIs considered in this study. M-Perm is able to detect occurrences of over and under-permission issues (i.e., O and U PRIs). An app is over-privileged if it requests too many permissions. Likewise, if it asks for too few permissions then it is under-privileged [23]. Apps that misuse permissions have an increased attack surface, making them more susceptible to a variety of security and privacy-related issues [23], [16]. M-Perm analyzes Android ≥ 23 apps and identifies instances of over and under-privileged permissions.

Similar to code smells, permission smells are symptoms of issues, but are not a definitive indication that a problem exists [20]. P-Lint analyzes Android ≥ 23 apps for proper permissions usage from a standards perspective. In this study we focused on the missing check (i.e., MC) and multiple requests in proximity (i.e., MRP) PRIs since (i) they were prevalent, occurring in a large number of apps and (ii) they were well-defined and had a clear negative impact. We focused on these four types of PRIs since they are (I) Impactful (II) Well-defined (III) Have been extensively analyzed in existing works (permission gap) [61], [23], [55]. Our study focuses on Android apps since we were able to easily collect and reverse engineer a large set of Android apps, something that would not be easily accomplished with iOS apps due to a lack of available tools and available apps.

After the detection of PRIs, we detect the commits that introduced and fixed each of them. This is a non-trivial task as identifying these issues involves much more analysis than merely examining each committed version with the static analysis tools. The following statuses define each PRI event:

- **New.** When a PRI is found, we check if it exists in the app at the time of the previous commit. If it does not, starting from the version containing the issue we examine each version of the app in a commit-by-commit fashion to determine the commit that introduced the PRI. Identifying this commit allows us to determine the committer responsible for introducing the PRI.
- **Exist.** If the detected PRI is also found to exist in the previous and subsequent versions of the app, then we record it as ‘Exist’ since the commit does not modify the state of the issue. These are expectedly observed quite frequently as developers often make a variety of changes to apps that are not permission-related.
- **Fix.** For every detected PRI, we check if the PRI exists in the subsequent committed version of the app. If it does not exist, we determine the commit that fixed the issue. This is accomplished by starting with the immediately subsequent commit after the version of the app exhibiting the detected PRI and examining its source code using the analysis tools. If the issue is not found, then we mark the current commit as the commit that fixed the issue. If the issue persists, we perform the same process on each subsequent commit until we find the commit that fixed the issue. This enables us to identify the committer responsible for fixing the permission issue. If we reach the last commit of the repository and no PRI fixing commit is found, then the PRI is marked as unresolved.

Demographics information about the detected PRIs and their related commits contextually to the discussion of the results of this study are provided in Section V-A.

<table>
<thead>
<tr>
<th>ID</th>
<th>Permission Issue</th>
<th>Quality</th>
<th>Security</th>
<th>Tool</th>
</tr>
</thead>
<tbody>
<tr>
<td>O</td>
<td>Over-permission: too many permissions (violates the least privilege principle).</td>
<td></td>
<td>✓</td>
<td>M-Perm</td>
</tr>
<tr>
<td>U</td>
<td>Under-permission: not enough requested permissions.</td>
<td></td>
<td>✓</td>
<td>M-Perm</td>
</tr>
<tr>
<td>MC</td>
<td>Missing Check: checkSelf-Permission() is not called when requesting a permission.</td>
<td></td>
<td>✓</td>
<td>P-Lint</td>
</tr>
<tr>
<td>MRP</td>
<td>Multiple Requests in Proximity: Multiple permission requested in close proximity, possibly overwhelming the user.</td>
<td></td>
<td>✓</td>
<td>P-Lint</td>
</tr>
</tbody>
</table>
oSARA Tool and Replication Package We leveraged the open Source Android Repository Analyzer (oSARA) tool [4] to perform the necessary data collection and analysis for our study. oSARA performs the following tasks: (I) Collects all relevant Android repository information from F-Droid; (II) Extracts all relevant permission information and versions from these repositories; (III) Analyzes each extracted version for PRIs using M-Perm and P-Lint; (IV) When PRIs are discovered, oSARA analyzes previous and subsequently committed files to determine the commit that either added or removed the PRI. Using this commit information, we are able to discern information about the developer performing the commit. Our project website [2] contains all code developed for the study, the raw dataset (> 6 GB), the schema details of our collected data, and the oracle Apps used to verify P-Lint and M-Perm.

C. Data Analysis

We will next describe the data analysis processes used to answer our research questions.

RQ1. We account for all occurrences of each type of PRI and provide an indication regarding their distributions by means of summary statistics. We employ the Fisher’s exact test [9] to assess independence of observations among occurrences of the four PRIs types. We adopt the Fisher’s test over alternatives (e.g., \( \chi^2 \)-test [9]) due to its robustness when dealing with sparse, unbalanced data [44]. We employ the same test to perform post-hoc analysis, performing all tests for all pairs of populations and adjusting resulting p-values for inflation due to multiple comparisons via the Holm correction procedure [50]. The omnibus Friedman test [19] is then used to statistically determine if the four types of PRIs exhibit a significant difference. The Friedman test is a non-parametric test for one-way repeated measures analysis of variance by ranks. We use the Friedman test because (i) RQ1 is designed as a 1 factor – 4 treatments experiment, (ii) the collected data is not adhering to the assumptions of the ANOVA statistical test, and (iii) the Friedman test is a non-parametric alternative to ANOVA that does not assume independence of observations [19]. We apply the Conover’s all-pairs comparison test as post-hoc analysis for performing pairwise comparisons among each pair of PRI types [18]. Since we are applying multiple statistical tests, we correct the obtained p-values via the Holm correction procedure [50]. We additionally compute the effect-size of the differences among PRIs distributions using the Cliff’s delta (\( d \)) non-parametric effect size measure [30], which measures how often values in a distribution are larger than the values in a second distribution. Cliff’s \( d \) ranges in the interval \([-1,1]\) and is considered negligible for \( d < 0.147 \), small for \( 0.148 \leq d < 0.33 \), medium for \( 0.33 \leq d < 0.474 \), and large for \( d \geq 0.474 \).

RQ2. In this phase of the study, we collect the decay time of each occurrence of PRI. The decay time of a PRI represents the number of days in which a PRI is present in the source code of an app. We compute the decay time of a PRI as the difference (in days) between the timestamp of the commit in which the PRI has been fixed and the timestamp of the commit in which it has been introduced in the GitHub repository of the app. In this phase of the study we exclusively consider the PRIs which have been fixed along the lifetime of the app, so that their decay time is meaningful (i.e., the last commit of a PRI includes the actual fix of the PRI and it does not correspond to the last commit within the whole repository).

Summary statistics are used for providing an indication about how decay times vary across the four types of PRIs. The same statistical tests as in RQ1 (i.e., Friedman, Conover, Holm correction and Cliff’s delta) are used for statistically assessing the differences of decay times across PRIs.

RQ3 – RQ4. Both research questions RQ3 and RQ4 are based on the concept of a developer’s status. In existing literature, several repository-based metrics for proxying developer’s status (or experience) have been proposed, such as (i) Developer’s Commit Ratio (DCR), defined as the number of contributions made by a given developer for a repository divided by the number of all commits done by all repository’s contributors [40], (ii) maintainers and contributors defined as those contributors with more than 30% and less than 10% of all repository’s commits, respectively [57], and (iii) project newcomers defined as those contributors with less than 3 commits in a repository [38]. In this study we use the latter metric, as it has been defined in the literature [14], [58], [38], [32]. Specifically, the status of a developer \( d \) at a given commit \( c \) in a repository \( r \) as:

\[
status(d, c, r) = \begin{cases} 
\text{Newcomer}, & \text{if } nCommits(d, c, r) \leq 3 \\
\text{Regular}, & \text{otherwise}
\end{cases}
\]

where \( c \) is the specific commit in \( r \) for which we want to calculate \( d \)’s status and \( nCommits(d, c, r) \) is the number of commits authored by developer \( d \) in repository \( r \) at the time in which commit \( c \) is performed. Intuitively, at a given time, a developer is a newcomer in the context of a given project if she performed no more than 3 commits in the repository, otherwise the developer is identified as a regular contributor. We opted for the \( status(d, c, r) \) metric since it is (i) computationally lightweight, (ii) used in the literature, and (iii) independent from the size of the repository \( r \).

To avoid the well-known aliasing problem, i.e., the same developer having multiple identities in GitHub repositories [28], we apply the heuristic proposed by Kouters et al. for resolving developers using multiple identities when committing on the same repository [37]. This heuristic merges committers with the same email prefix, \( i.e., \) the part before the @ symbol. We chose the heuristic proposed by Kouters et al. because, despite its apparent simplicity, there is empirical evidence that it provides a good enough trade-off between performance and simplicity of implementation w.r.t. other heuristics when considering long time frames as in our study. We refer the reader to [60] for a detailed evaluation of various heuristics for solving the aliasing problem.

To account for project contributors authoring more commits in potentially introducing and/or fix more PRIs, we com-
compute two additional metrics: $issuesPerCommit_i(d, t, r)$ and $issuesPerCommit_i(d, t, r)$ [58]. Both metrics are defined for each type of issue $i$, developer $d$, and repository $r$. The first metric is defined as $\frac{\sum_{p_{ris}(d, r)} n_{Commit}(d, lastCommit(d, r))}{\sum_{p_{ris}(d, r)}}$, where $p_{ris}(d, r)$ is the set of PRIs introduced by developer $d$ in all commits they authored in $r$, and $lastCommit(d, r)$ is the last commit authored by $d$ in $r$. Intuitively, $issuesPerCommit_i(d, t, r)$ represents the ratio between the total number of PRIs introduced by a developer in a repository and the total number of commits they authored in that repository. The $issuesPerCommit_i(d, t, r)$ metric is similar to $issuesPerCommit_i(d, t, r)$, but it focuses on the number of fixed PRIs.

For answering RQ3 and RQ4, we report and analyze the frequency of PRIs introduced (RQ3) and fixed (RQ4) in commits performed by project newcomers and regular contributors. Next, we build contingency tables with rows representing the types of PRIs and columns representing the developers' status; then, we compute the Cramer's V coefficient of each contingency table [50]. The Cramer's V coefficient is a well-known measure of association applicable to contingency tables involving two categorical variables and it is defined within the $[0, 1]$ range, where 0 indicates no correlation and a value of 1 indicates perfect correlation.

For RQ3 and RQ4 we provide descriptive statistics for both the $issuePerCommit_i(d, t, r)$ and $issuePerCommit_i(d, t, r)$ metrics. For each metric, we apply the Mann-Whitney U test for statistically testing the following two-tailed null hypothesis: the distributions of occurrences of each PRI type is statistically different from the others. Estimates of magnitude of differences, via pairwise applications of Cliff's $d$, reveal a large effect size for all pairs involving PRIs of type $O$, while it is negligible for all other pairs.

V. RESULTS

A. RQ1 – What are the most common types of permission-related issues in Android apps?

Table III provides descriptive statistics for occurrences of PRIs, as well as counts of unique issues and affected apps. A total of 3,900 unique permission issues were identified. They are distributed across 402 distinct apps, with a median of 1 PRI per app. For all types of PRI, we can observe that the mean amount of occurrences is higher than the median, meaning that the average is influenced by apps in the upper part of the data that exhibit an especially high amount of PRIs. Furthermore, we can observe that over and under-permissions are the two most common issues, with 2,635 and 939 occurrences. The apps in our dataset have on average more than four over-permission issues and more than one under-permission issue. Diffusion of issue types $MC$ and $MRP$ appears to be on a lower scale, with 205 and 91 instances affecting 60 and 9 apps.

As a preliminary step prior to further analysis, we test for independence of observations among the four PRIs types. We statistically test this hypothesis by applying the Fisher's exact test. The results of the test ($p-value < 0.01$) allow us to reject the null hypothesis of independence among occurrences of PRI types. Likewise, the null hypothesis is always rejected ($p-value < 0.01$) for all post-hoc pairwise comparisons.

Differences in means and standard deviation across the four types of PRIs suggest that the distribution of occurrences differs according to PRI type. We statistically test this hypothesis by applying the Friedman omnibus test. These results ($p-value < 0.01$) allow us to reject the null hypothesis that distributions of occurrences of PRI types are not statistically significantly different. Results of pairwise comparisons, using the Conover’s test, reveal that the distribution of occurrences of each PRI type is statistically different from the others. Estimates of magnitude of differences, via pairwise applications of Cliff’s $d$, reveal a large effect size for all pairs involving PRIs of type $O$, while it is negligible for all other pairs.

B. RQ2 – How long do permission-related issues tend to remain in Android apps across their lifetime?

Descriptive statistics of decay time for each type of PRI is summarized in Table IV. We can observe that for all PRI types the minimum decay time is equal to 1 day, while the maximum is close to 7, 3, 2 and 1.5 years for issues of type $O$, $U$, $MC$, and $MRP$, respectively. Median decay is quite similar for $O$ and $U$ issues, with a value of approximately one week, but significantly differs for issues $MC$ and $MRP$, with a value of about 12 weeks for the former and 1 day for the latter. As expected, results of the application of the Friedman omnibus test ($p-value < 0.01$) allows us to reject the null hypothesis that distributions of decay times across the four types of PRIs does not significantly differ. Post-hoc analysis, performed via the Conover’s test, reveals that the distribution of decay times for each PRI type is significantly different from the others, with the sole exception of the $U$-$MC$ pair, for which we cannot reject the null hypothesis.

<table>
<thead>
<tr>
<th>PRI</th>
<th># Affected apps</th>
<th>Min.</th>
<th>Max.</th>
<th>Median</th>
<th>Mean</th>
<th>SD</th>
<th>IQR</th>
</tr>
</thead>
<tbody>
<tr>
<td>$O$</td>
<td>2,635</td>
<td>0</td>
<td>269</td>
<td>1</td>
<td>4.59</td>
<td>16.98</td>
<td>3</td>
</tr>
<tr>
<td>$U$</td>
<td>969</td>
<td>0</td>
<td>251</td>
<td>0</td>
<td>1.69</td>
<td>12.31</td>
<td>0</td>
</tr>
<tr>
<td>$MC$</td>
<td>205</td>
<td>0</td>
<td>32</td>
<td>0</td>
<td>0.36</td>
<td>1.76</td>
<td>0</td>
</tr>
<tr>
<td>$MRP$</td>
<td>91</td>
<td>0</td>
<td>67</td>
<td>0</td>
<td>0.16</td>
<td>2.84</td>
<td>0</td>
</tr>
<tr>
<td>Aggr.</td>
<td>3,900</td>
<td>0</td>
<td>377</td>
<td>1</td>
<td>6.79</td>
<td>26.28</td>
<td>4</td>
</tr>
</tbody>
</table>

The mean of decay time is much higher than the median for all PRI types. This suggests that the average is greatly influenced by a subset of the data on the higher part of the scale. This observation is even more notable for $O$ and $MC$. 

### Table III: Descriptive statistics for occurrences of PRIs

<table>
<thead>
<tr>
<th>PRI</th>
<th># Affected apps</th>
<th>Min.</th>
<th>Max.</th>
<th>Median</th>
<th>Mean</th>
<th>SD</th>
<th>IQR</th>
</tr>
</thead>
<tbody>
<tr>
<td>$O$</td>
<td>2,635</td>
<td>0</td>
<td>269</td>
<td>1</td>
<td>4.59</td>
<td>16.98</td>
<td>3</td>
</tr>
<tr>
<td>$U$</td>
<td>969</td>
<td>0</td>
<td>251</td>
<td>0</td>
<td>1.69</td>
<td>12.31</td>
<td>0</td>
</tr>
<tr>
<td>$MC$</td>
<td>205</td>
<td>0</td>
<td>32</td>
<td>0</td>
<td>0.36</td>
<td>1.76</td>
<td>0</td>
</tr>
<tr>
<td>$MRP$</td>
<td>91</td>
<td>0</td>
<td>67</td>
<td>0</td>
<td>0.16</td>
<td>2.84</td>
<td>0</td>
</tr>
<tr>
<td>Aggr.</td>
<td>3,900</td>
<td>0</td>
<td>377</td>
<td>1</td>
<td>6.79</td>
<td>26.28</td>
<td>4</td>
</tr>
</tbody>
</table>
PRIs, that exhibit a comparatively significantly higher mean (187.6 and 166.8 days, against 45.25 and 43.82 days for issues U and MRP) and standard deviation (419.11 and 200.96 days, opposed to 102.35 and 124.29 days). We also observe that MC issues exhibit a relatively higher inter-quartile range (303.75 days), implying that decay time for MC issues is much more dispersed than for other PRIs. Results of applications of Cliff’s d for effect size estimations reveal a small effect between O and MC and negligible for all other pairs.

C. RQ3 – How does developers’ status within the project correlate with the introduction of permission-related issues?

Figure 2 shows the frequency of developers’ status when introducing each type of PRI. We observe that PRIs are mostly introduced by regular contributors. Over-permissioning is the type of PRI which is introduced more frequently by project newcomers, however its frequency is still far below the one of regular contributors.

As previously mentioned in Section IV, the results discussed above may depend on the total number of commits that each developer performs in a repository. Table V shows the number of PRIs introduced by each developer per repository, normalized by the total number of authored commits. Here we can observe that the number of PRIs per commit are generally very low both for project newcomers and regular contributors, with all medians equal to 0, very low averages, and extremely compact distributions (all standard deviations < 0.177).

After the application of the Mann-Whitney U test, we do not obtain a statistically significant measure of correlation between these two categorizations (p-value = 0.29); this does not allow us to reject the null hypothesis that the distributions of the number of PRIs introduced per commit are the same for newcomers and regular contributors.

D. RQ4 – How does developers’ status within the project correlate with fixes of permission-related issues?

We answer this research question by following the same procedure of RQ3; the only differences are that (i) now we are focusing on the commits in which PRIs have been fixed (as opposed to when they are firstly introduced) and (ii) we are considering exclusively the PRIs which have been fixed along the lifetime of the app, so that their PRI fixings commit is meaningful. Figure 3 shows the frequency of developers’ statuses when fixing each type of PRI.

The data demonstrates that in total, regular contributors fix more PRIs than project newcomers, specially when dealing with over-permissioning PRIs. Similarly to what happened also for RQ3, we also have a very low Cramer’s V coefficient, i.e., 0.051. Again, this confirms that there is a low association between developers’ status and the types of PRIs being fixed.

Table VI presents descriptive statistics for the number of PRIs fixed by each developer in each repository, normalized by the total number of commits authored by each developer authored in each repository. Also in this case, the number of PRIs per commit is very low across all PRI types and developers’ status, with an overall mean of 0.003 and all medians equal to zero. The application of the Mann-Whitney U test yields a statistically significant result with p-value < 0.01, allowing us to reject the null hypothesis that the distributions of the number of PRIs fixed per commit are the same for newcomers and regular contributors [62]. However, the effect size is negligible (Cliff’s d = −0.023).
TABLE VI: Issues per commit over developers’ status when introducing PRIs

<table>
<thead>
<tr>
<th>PRI</th>
<th>Min.</th>
<th>Max.</th>
<th>Median</th>
<th>Mean</th>
<th>SD</th>
<th>IQR</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Newcomer</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>O</td>
<td>0</td>
<td>4.0</td>
<td>0</td>
<td>0.013</td>
<td>0.14</td>
<td>0</td>
</tr>
<tr>
<td>U</td>
<td>0</td>
<td>2.8</td>
<td>0</td>
<td>0.003</td>
<td>0.065</td>
<td>0</td>
</tr>
<tr>
<td>MC</td>
<td>0</td>
<td>1.0</td>
<td>0</td>
<td>0.001</td>
<td>0.031</td>
<td>0</td>
</tr>
<tr>
<td>MRP</td>
<td>0</td>
<td>1.0</td>
<td>0</td>
<td>0.001</td>
<td>0.035</td>
<td>0</td>
</tr>
<tr>
<td>Aggr</td>
<td>0</td>
<td>4.0</td>
<td>0</td>
<td>0.005</td>
<td>0.081</td>
<td>0</td>
</tr>
<tr>
<td></td>
<td>Regular</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>O</td>
<td>0</td>
<td>1.643</td>
<td>0</td>
<td>0.005</td>
<td>0.042</td>
<td>0</td>
</tr>
<tr>
<td>U</td>
<td>0</td>
<td>2.8</td>
<td>0</td>
<td>0.002</td>
<td>0.044</td>
<td>0</td>
</tr>
<tr>
<td>MC</td>
<td>0</td>
<td>0.333</td>
<td>0</td>
<td>0.0001</td>
<td>0.005</td>
<td>0</td>
</tr>
<tr>
<td>MRP</td>
<td>0</td>
<td>0.667</td>
<td>0</td>
<td>0.0009</td>
<td>0.017</td>
<td>0</td>
</tr>
<tr>
<td>Aggr</td>
<td>0</td>
<td>2.8</td>
<td>0</td>
<td>0.002</td>
<td>0.032</td>
<td>0</td>
</tr>
</tbody>
</table>

VI. DISCUSSION

RQ1. Permission-related issues are a frequent phenomenon in Android apps. The vast majority of the analyzed apps suffer from the presence of at least one PRI. Over and under-permissions are more prevalent than MC and MRP PRIs. Occurrences of PRIs appear to be dependent among PRI types. The distribution of occurrences significantly differs for each PRI type. By examining the number of issues identified for each PRI type, we can easily observe that the majority of issues is of types O and U. The mean amount of occurrences per app differs among the two, with a value $\mu = 4.59$ for the former and $\mu = 1.69$ for the latter. These results provide an initial notion of the prevalence of over- and under-permission phenomena in Android apps, as partially also confirmed by Felt et al. [23]. Moreover, by examining the counts of identified issues for all PRI types, we notice that issues of types MC and MRP amount to a comparatively small minority of the total. Although further research is required to fully determine the reason behind this imbalance, we believe that a primary factor is that MC and MRP issues are harder to introduce. In fact, in order to introduce MC or MRP, specific conditions must be met in the application code. However, types O or U may only require a mistake in the Android Manifest file. The dependence among occurrences of PRI types hints that whenever one type of PRI is found in the development history of an app, then also other kinds of PRIs are likely to be present. This is not overly surprising as developers who are not knowledgeable, or attentive about permissions are more likely to introduce multiple types of PRIs in their apps.

The most common types of PRIs occurring in Android apps are of types O and U. This indicates that even if issues and their consequences are well-known and have been studied in-depth by the academic community [23], [17], [11], that they are still a common occurrence, even in apps developed for the newer versions of Android. As a consequence, advise developers to pay more attention to these PRI types and also advocate for the adoption of permission analysis tools (such as M-Perm [16] and P-Lint [20]) during app development.

RQ2. Results indicate that the majority of PRIs are fixed in a timespan of a few days after their introduction. Nonetheless, in many cases PRIs can linger inside an app for an extended period of time, that can be as high as several years, before being fixed. The PRIs considered in this study can impact the end-users opinion of the app [48], [21], and can result in security problems [23]. Therefore, understanding characteristics and reasons for the persistence of these longer-living PRIs represents a relevant research question that demands further investigation. Of particular interest are the higher median values of issues MC. As previously mentioned in RQ1, specific conditions must be met inside an app’s source code to introduce one of these issues, meaning that the issue cannot solely exist in the AndroidManifest file. We speculate that this greater specificity of necessary conditions is also the reason behind the greater median decay time, i.e., once introduced, more non-trivial changes in the source code must be carried out to fix such issues. In other words, MC issues are harder to introduce but also harder to fix once introduced.

Given the fact that PRIs of all kinds can linger inside an app for an extended period of time we encourage developers and organizations to pay increased attention to code that has been written during early project life, during quality assurance activities (i.e., code review sessions). Moreover, since MC issues tend to persist a long time once introduced, extra attention should be paid by developers and organizations to both ensure that they are not introduced, but to also regularly check their apps for these types of issues. Further work is needed to understand precisely why MCs tend to last longer compared with other PRIs.

RQ3. Overall, regular contributors introduce more PRIs in Android apps w.r.t. project newcomers across all types of PRIs. This result is (i) quite expected since the number of commits authored by regular contributors is much higher than the number of commits authored by project newcomers (216,069 vs 10,383 commits in total) and (ii) confirmed by Tufano and colleagues [58], another study involving code smells introduced by newcomers or regular contributors in Java-based open-source projects. This observation is further confirmed when analyzing the number of introduced issues per commits; indeed, even though in average project newcomers tend to introduce more issues across all types of PRIs (mean number of introduced PRIs = 0.005 for newcomers vs 0.002 for regular contributors), such a difference is not statistically significant. This finding may be an indication that both project newcomers and regular contributors actually risk to introduce PRIs when working on their Android apps. We suggest organizations and project maintainers to take special care of PRIs (e.g., by planning dedicated code review sessions), independently of the experience of the developer performing the commit.

The results discussed above demonstrate that even regular contributors need to be cognizant of PRIs. This strengthens the case for adopting permission analysis tools during app development, as discussed in Section V-A. In addition, we suggest organizations and project maintainers to be cognizant...
of over- and under-permission issues during activities that might require changes to app permissions, even when regular contributors are involved.

**RQ4.** The frequencies of PRI fixes across project newcomers and regular contributors tend to follow the same trends as the ones related to the introduction of PRIs (see Section V-C), but with one main difference: project newcomers fixed fewer PRIs in total, specially for over-permissioning issues. We may expect this observation since we can speculate that PRIs are non-trivial issues and are managed (and fixed) by developers who are more familiar with the internals of the app being developed. The obtained results confirm the intuition that since PRIs are non-trivial issues in an Android they tend to be fixed by developers who are not newcomers in the project.

Newcomers and regular contributors are exhibiting a statistically-significant difference of the number of issues fixed per commit, but with a negligible effect size. This means that, despite the fact that regular contributors tend to fix more PRIs per commit, such a difference is extremely small. It is interesting to mention that a recent study on code smells in Android apps [32] further confirmed that developers with few contributions, like newcomers, do not forcibly introduce more or remove less code smells. Overall, those observations lead us to conjecture that PRIs (and generic code smells as emerged in the work by Habchi et al. [32]) in open-source Android projects are managed by contributors belonging to different groups and that developers’ experience does not seem to be a good predictor of the introduction or fixing of PRIs/code smells in the source code of the app. As future work, we will perform a more in-depth analysis in order to better characterize this phenomenon, e.g., by investigating on the specific activities performed by developers when introducing/fixing PRIs, interviewing developers to better understand the context in which PRIs are introduced and fixed, and to assess if integrating the automated detection of PRIs in the development workflow (e.g., in a continuous-integration pipeline) may help in having less PRIs in today’s Android apps.

### VII. Threats To Validity

Although our research led to several interesting results, there are several threats to validity.

**Internal Validity** In this study we rely upon the M-Perm and P-Lint tools. While these tools have been published in peer-reviewed venues, they are both still reasonably new. Like with all static analysis tools, they are not perfect, and tool imperfections have the capability to skew research results. In particular, obfuscated code is known to be particularly challenging for tools of this kind [45]. As described in Section IV-B, we validated both tools on a set of benchmark applications, thus making us reasonably confident about their accuracy. In order to foster independent checks and verification, all evaluation data is available in the replication package [2] of this study.

We examined ‘commit ownership’ and not ‘code ownership’ in our study. While ‘code ownership’ is a general term used to describe whether one person is primarily responsible for a software component [13], commit ownership is merely the author who made the commit to the repository. Due to our empirical examination of existing repositories, it would have been impossible to examine code ownership in our study. Since we only knew the committing author, we were unable to account for other developers who may have contributed to the commit, for example in the case of pair programming. We, therefore, considered ‘code ownership’ out of scope for this study and focused on ‘commit ownership’. However, future work could also include code ownership to provide a possible alternative view on the results.

We relied on the \( \text{status}(d,c,r) \) metric to proxy developer’s experience in a project. Although reasons for this choice were described in Section IV-C, it is important to notice that the metric we adopted does not consider factors such as commit scale, quality of the work done or frequency among developer commits. Therefore in some cases, the metric might not properly represent a developer experience.

We utilized Git user names to identify developers. An inherent limitation of using this process is that developers could use different user names throughout the project, and the researcher would only be able to assume that these are two different developers. An additional limitation of many empirical studies is if developers are following a pair programming process, then the committer of the code will be assumed to be the sole developer. The study would not be able to account for the efforts of the non-committing developer.

In some cases, due to licensing reasons, open-source app repositories might not contain parts of the app code that is added at a later stage, before publication in app stores (e.g., ad libraries). In these cases, the app manifest file might include some permissions currently not used in its code but added in anticipation of additions. Our analysis of over-permissions might have been influenced by these instances.

**External Validity** For our study, we empirically analyzed the version control repositories of open-source apps. While we analyzed a large number of open-source Android applications, we only examined a small subset of the millions of available Android apps, and hence our results might not generalize.

Other permission analysis tools such as PScout [11] could have also been included to examine apps that rely on the install-time permission system, in use until Android API versions 5.1. In our study, we did not include other tools as we focused on the current Android permission model and for consistency reasons. M-Perm uses a call graph to determine the reachability of the app’s source code. However, during our analysis, we did not evaluate M-Perm’s ability to reach dynamically loaded code. We may, therefore, consider this a potential limitation to our study.

Our work is empirical in nature, enabling us to analyze a large number of apps. Future work could conduct a laboratory study and include developer interviews to further understand developer permissions-decisions and mistakes.

### VIII. Related Work

Previous works have analyzed Android permissions from a variety of perspectives. Stowaway [23] combines callback
directed API with the app behavior to identify the necessary permissions for the app’s runtime. PScout [11] parses the examined code to build its syntax tree and then used it to link between active API calls and invoked permissions. Krutz et al. [40] did not target permissions-misuse in their study, but did find that developers who revert permission-related decisions typically had a higher level of code ownership than the developer who added the permission. Calciati et al. [15] conducted a preliminary study to understand how permission requests apps evolve over several releases. They found that apps typically request more permissions over time and that the removal of permissions does not typically imply the loss of functionality. This work differs from ours in that we primarily focused on developer tendencies and who was actually making the permissions-based decisions, and mistakes, in the app development and maintenance process.

Researchers have studied the prevalence and effects of permission-misuse in Android apps. Tang [55] examined 10,710 apps and found that 76% of the apps contain at least one over-privilege. This work found a much higher occurrence of over-privileges as opposed to prior studies using Stowaway (36%) [17] and PScout (53%) [11]. This work differs in that we examined permissions and permission-based issues during the development process (not merely from a topical perspective), analyzed only Android 6.0+ for permissions issues, and utilized more than merely an NLP-based technique to discover permission-based mistakes. Jha et al. [34] report on the different types of mistakes committed by developers in writing Android manifest files. Their results highlight that developers often commit mistakes while performing this activity, which can translate into security, reliability, and availability issues. By analyzing file-change history over the app’s development life cycle, we were able to track a different set of PRIs and investigate developers’ roles in introducing and fixing these issues. Watanabe et al. [59] focused on text description that accompanies an app on app stores, comparing resource mentioned in descriptions to those used in the app source code. From their analysis, they identify some common reasons that lead to overpermissioning issues in Android apps, including usages of third party libraries and frameworks that require unnecessary permissions. In our work, instead we focused more on occurrences of PRIs in an app development history, cross referencing information extracted from apps source code and its commit histories. Mujahid et al. [46] investigated the occurrences of specific PRIs that can affect Android wearable apps. Their findings highlight that a considerable amount of apps are affected by these issues and that overpermission issues are quite common, to comply with requirements specific for Android wearable apps. They hint that developers lack of knowledge and lack of support from existing tools are the main reasons for the proliferation of such issues.

Previous works have analyzed effects of permissions on the user’s perception of the app [48], [21]. Lin et al. [41] examined user comfort levels when using permissions they did not fully understand, or when they did not comprehend why the app needed the permission. They found that users generally felt uncomfortable and may even delete applications when they did not understand why it requested a permission they deemed unnecessary. Scoccia et al. [52] found that users tend not to understand why they are being asked for certain permissions, and frequently complain about this in their reviews.

Taylor et al. [56] examined the evolution of app permission usage with each app release. This was accomplished by taking snapshots of requested app permissions in the Google Play store. They found apps were requesting more permissions over time. This work differs from ours in that they examined permission requests at a higher app level, while we examined who was making permission requests cause permission issues. Numerous other works have explored the impact of code smells on a variety of factors including code quality and software security. Rahman et al. [49] conducted a qualitative analysis of 1,726 infrastructure as code (IaC) scripts to identify seven common security smells. This work also created a static analysis tool that located security smells and identified software vulnerabilities. Other works have even explored code and security smells in Android [27], [43], [33], [36]. While we also examine smells in Android, we focus specifically on PRIs, and permission smells. Code smells have even been used to predict software issues. Soltanifar et al. [53] utilized code smells to create a defect prediction model. This work found that code smells are a strong indicator of possible defects in a software product. While these previous works have examined code smells, their causes, and impacts from a variety of perspectives, our work is the first to examine when permission smells in mobile apps appear, and who creates them.

IX. CONCLUSIONS AND FUTURE WORK

The results of the study provide evidence-based insights for better understanding and managing permission-related issues in Android apps. Specifically: (i) permission-related issues is a frequent phenomenon in Android apps, with a strong prevalence of over-and under-permissions; (ii) the majority of permission-related issues are fixed in a span of a few days, even though in many cases some issues can plague the app for an extended period of time (i.e., years) before being fixed; (iii) regular contributors introduce and fix a considerably larger number of PRIs along the lifetime of Android apps, but this phenomenon is related to the fact that regular contributors commit more code changes.

Future work will investigate if PRIs accumulate-diminish over the lifetime of an app, potentially revealing interesting patterns about their evolution. We will also perform a more in-depth study to understand what developers do when they introduce or fix PRIs; this study will involve a qualitative analysis of (i) the changes performed in the PRI introducing/fixing commits, (ii) their corresponding commit messages, and (iii) the discussions around their related pull requests.

Our work benefits both developers and researchers to better understand permission-related issues. For researchers, this paper create the foundation for future work in the area of permissions-related issues. For developers, this work provides insight on how teams can better plan development activities.


